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Abstract—As computing systems grow increasingly more com-
plex, application performance on these systems is becoming more
variable and less deterministic. Scalar performance summaries
such as mean or median run time do not adequately reflect the
true behavior of an application that can only be gleaned from
the complete performance distribution. However, measuring the
distribution of an application’s performance on a system requires
running the application many times on that system, which can be
an expensive process. To address this challenge, we aim to answer
the question: Can the performance distribution of an application
on a system be predicted by learning from other representative
applications?

We aim to answer this question in the context of two use
cases: predicting the performance distribution of an application
on a system from a few runs of that application on the system,
and predicting the performance distribution of an application
on a system from a measured distribution of that application’s
performance on a different system. To this end, we measure
the performance distribution of a large set of representative
benchmarks and use that information to train prediction models
that predict the performance distribution of new applications.
We consider different alternatives for formulating the prediction
problem as well as different types of prediction models. Our
evaluation compares these alternatives to identify the best for-
mulation and model to use for each use case, and shows that
many application performance distributions can be predicted
with reasonable accuracy.

I. INTRODUCTION

Modern computing systems are becoming increasingly more
complex, which hinders reliable performance evaluation. So-
phisticated hardware optimizations, heterogeneity, system soft-
ware, middleware, language runtimes, concurrency, and even
environmental factors all present sources of nondeterminism
that impact performance. It is increasingly the case that the
same code running on the same system with the same input
parameters may exhibit different performance with each run,
a phenomenon known as performance variability [1].

Because of performance variability, analyzing an applica-
tion’s performance on a system by taking the mean or median
of a few runs does not accurately reflect the true behavior
of the application on the system. A faithful performance
analysis of an application on a system requires observing
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Fig. 1. Measured and predicted performance distributions of the SPEC
OMP [2] benchmark 376 (see Section IV for experimental methodology)

the full distribution of the application’s performance, which
also gives insight about performance modes and performance
tails, features that are not captured by a scalar performance
summary. For example, Figure 1(a) shows the performance
distribution of the SPEC OMP [2] benchmark 376 measured
from 1,000 sample runs (see Section IV for experimental
methodology). It is clear that the performance distribution
has two modes, with the larger mode being the faster mode.



The mean value is in between the two modes, closer to the
larger mode, which is not entirely representative of how the
benchmark performs.

Evaluating performance variability requires careful exper-
imental design and statistical analysis which is difficult [1],
[3], [4]. Inadequate methodology, such as measuring too
few runs or using reductive summary statistics, can lead to
wrong or misleading interpretations [5], which is regrettably
not uncommon [6]. For example, Figures 1(b,c,d,e) show
the performance distribution of the SPEC OMP benchmark
376 as measured from 2, 3, 5, and 10 samples. Clearly, the
distributions measured from a small number of samples are not
representative of the actual performance distribution shown
in Figure 1(a). On the other hand, an overly conservative
evaluation based on an excessive number of runs such as that
in Figure 1(a) can lead to wasted time and resources. While
some adaptive techniques assist in finding a good compromise
between too many samples and too few [7], even collecting a
minimally adequate number of samples can be too expensive
for some applications.

To address this challenge, we aim to answer the question:
Can the performance distribution of an application on a
system be predicted by learning from other representative
applications? We aim to answer this question in the context
of two use cases. In the first use case, we aim to predict
the performance distribution of an application on a system
from just a few runs of the application on that system. This
use case represents the scenario where a user may need to
frequently inspect the application’s performance distribution
while optimizing it to select what optimization to apply, or
to assess the fitness of an application for being used in
latency-sensitive contexts. In the second use case, we aim
to predict the performance distribution of an application on
a system from a performance distribution of the application
measured on another system. This use case represents the
scenario where a user may be interested in acquiring a new
system and would like to anticipate the suitability of that
system for the user’s application. For both use cases, we
consider different alternatives regarding how to represent an
application’s profile as input features, how to represent an
application’s performance distribution for prediction purposes,
and what kind of predictive model to use.

To evaluate these use cases, we measure the performance
distribution of a large set of representative benchmarks and use
that information to train models that predict the performance
distribution of new applications. Our evaluation compares the
different alternatives discussed to identify the best representa-
tions and model to use for each use case. We also show that
many application performance distributions can be predicted
with reasonable accuracy. For example, Figure 1(f) shows the
performance distribution of the SPEC OMP benchmark 376
that we predict from just 10 measured samples. While not
an exact match to the measured distribution in Figure 1(a),
the predicted distribution in Figure 1(f) displays sufficiently
accurate information about the number of modes as well as
their relative locations and sizes. Our results can be further

improved and generalized by increasing the number and diver-
sity of benchmarks used for collecting training data, as well
as using a larger number of systems for evaluation including
heterogeneous systems with accelerators.

The rest of this paper is organized as follows. Section II
surveys previous works on accounting for, managing, and
predicting performance variability. Section III describes our
use cases and alternatives for formulating the prediction
problem. Section IV presents our experimental methodology,
and Section V evaluates each use case. Finally, Section VI
concludes and discusses future work.

II. RELATED WORK

Modern computing systems hide many complexities under
multiple layers of abstraction. These complexities, and the
interactions between them, make performance less determin-
istic and results in performance variability [8]. This nondeter-
minism may come from: CPUs due to dynamic clock speed,
caches, or speculation [9]; heterogeneity due to the imbalance
between components [10]; system software and middleware
due to power-saving trade-offs, schedulers, garbage collection,
or just-in-time optimizations [11], [12]; concurrency due to
unpredictable execution orderings of parallel tasks [13], [14];
and even environmental factors such as datacenter temperature.

The existence of performance variability poses a challenge
for reproducibility [14]-[17]. For this reason, numerous works
have proposed evaluation methodologies that take variability
into account [3], [6], [13], [18], [19]. These methodologies
include using sufficient repetitions and sound statistical anal-
yses [20], resampling to estimate the sample size that results
in sufficient confidence [1], integrating reproducibility into
DevOps methodology [4], and using quantile regression to
compare distributions [21].

A number of works aim at modeling variability for the
purpose of managing it with different objectives. These ob-
jectives include reducing variability via cache-aware page
allocation [22], trading off variability and performance [23],
scheduling [24], and anomaly detection [25]. Our work aims
at predicting performance variability, rather than modeling it
from a measured distribution, which can also be used to assist
these same variability management objectives.

Many works aim at predicting the performance of an appli-
cation while accounting for performance variability [9], [11],
[12], [26]-[29]. However, these works focus on predicting
large-scale variability caused by interference from other users
such as in cloud environments. On the other hand, our work
aims at predicting small-scale variability caused by system
nondeterminism in the absence of interference.

III. PREDICTING PERFORMANCE VARIABILITY

In this section, we describe our approach testing if the
performance distribution of applications can be predicted. We
start by describing the two use cases under which we predict
performance distributions (Section III-A). We then describe
different alternatives for formulating the prediction problem
(Section III-B).



A. Variability Prediction Use Cases

There are multiple instances where one may want to predict
the performance distribution of an application rather than
measure it. It may be expensive to run the application a large
number of times, or the system on which one would like
to obtain that distribution may not be readily available. In
these cases, predicting the performance distribution instead of
measuring it can be an attractive alternative for a preliminary
performance analysis. In this work, we look at two use cases
under which we predict the performance distribution of an
application on a system: predicting from a few runs on the
same system (Section III-A1), and predicting from a measured
distribution on a different system (Section III-A2). These two
use-cases are illustrated in Figure 2.

1) Use Case #1: Predicting Distributions from a Few Runs:
Figure 2(a) shows our first use case, which is to predict
the performance distribution of an application on a system
from just a few runs on that system. One of the challenges
of measuring the performance distribution of an application
is the need to run the application many times to construct
a representative distribution. This process can be expensive,
particularly for long-running applications and for applications
with complex performance distributions that require a large
number of runs to measure accurately. To overcome this
challenge, we train a system-specific prediction model that
takes a low-level profile of an application from a few runs
and predicts the application’s entire performance distribution.
The representation of an application’s profile is discussed
in Section III-B1 and the representation of the predicted
distribution is discussed in Section III-B2. The model is trained
using a large amount of previously collected data consisting of
the profiles and performance distributions of many benchmarks
on the system of interest.

2) Use Case #2: Predicting Distributions for New Systems:
Figure 2(b) shows our second use case, which is to predict the
performance distribution of an application on a new system
from a measured performance distribution on another system.
For example, a user may be interested in acquiring a new
system and may wonder what the performance distribution
of their application would look like on this new system.
If the user is unable to run their application on the new
system, they may instead run the application on a system
they already own and use the measured distribution on the
old system to predict the performance distribution on the new
system. To accomplish this objective, we train a system-to-
system prediction model that takes the profile and performance
distribution of an application on one system and predicts
the application’s performance distribution on another system.
The representation of an application’s profile is discussed in
Section III-B1 and the representation of the input and predicted
distribution is discussed in Section III-B2. The model is trained
using a large amount of previously collected data consisting of
the profiles and performance distributions of many benchmarks
on both systems of interest. For example, the vendor of the
new system may publish the performance distribution of a set
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Fig. 2. Variability Prediction Use Cases

of benchmarks and the user may run the same benchmarks on
their old system to collect data for training the model.

B. Variability Prediction Design Considerations

In this subsection, we look at different design considerations
for predicting performance distributions. These considerations
include how to represent an application’s profile as an input to
the prediction model (Section III-B1), how to represent an ap-
plication’s performance distribution as an input or output (Sec-
tion III-B2), and what kind of model to use (Section III-B3).

1) Representing an Application’s Profile: In both use cases,
the prediction models take application profiles as input fea-
tures. Since these models are trained with many different
applications from different sources, the input features in the
application profiles need to be represented in an application-
independent way. For this reason, we abide by the following
two principles when representing application profiles:

o We collect application-independent hardware and soft-
ware metrics such as CPU metrics, cache metrics, TLB
metrics, etc. These metrics can be collected from applica-
tions while treating the applications as black boxes. The
specific list of metrics used in our evaluation is detailed
in Section IV-D.

« Since the applications used for training the models have
different running times, the absolute values of the metrics
collected have different scales. We use relative metrics
normalized per second to ensure that the metrics have
the same scale across applications.

Hence, an application’s profile is represented as a vector of
application-independent hardware and software metrics nor-
malized per unit time, which is fed as the input feature vector
to the prediction models. In the case where multiple runs are
used to construct the input feature vector, we include the mean,
standard deviation, skewness, and kurtosis of each normalized
metric in the input feature vector. We attempted to include
higher-order moments as well, but their impact on prediction
accuracy was insignificant.

2) Representing the Distribution: In both use cases, the
prediction models produce a performance distribution as an
output. In the second use-case, they also take a performance
distribution as an input. Since these models are trained with
many different applications with different absolute running



times, we predict a distribution of the relative time (i.e.,
normalized to mean time) so that the output has the same scale
across applications. Predicting a distribution of relative time
is sufficient because in our use cases, users are ultimately in-
terested in the shape of the distribution. One important design
consideration is how to represent the performance distribution
in the input and output feature vector. We consider three
different design approaches for representing the distribution
for prediction purposes:

o Histogram: The first approach is for the feature vector
to be the bins of a histogram of the relative time, similar
to a discretized PDF.

« PyMaxEnt: The second approach is for the feature vector
to be the moments of the distribution, which are then used
to reconstruct the distribution using the principle of max-
imum entropy [30]. We consider the first four moments:
mean, standard deviation, skewness, and kurtosis.

o PearsonRnd: The third approach is for the predicted
output feature vector to be the first four moments of the
distribution similar to the second approach. However, to
reconstruct the distribution, we instead use the moments
to draw random numbers from the distribution in the
Pearson system with these moments (using pearsrnd in
MATLAB [31]). These random numbers are subsequently
used to reconstruct the distribution itself.

We compare these three approaches for representing the dis-
tribution in Section V.

3) Choice of Prediction Model: We consider three machine
learning models for predicting performance distributions. We
consider k-nearest neighbors (kNN) because of its ability to
deal with noisy data, which is the case for the hardware and
software metrics and the performance distribution data we
collect. We set k to 15, and we use the cosine similarity
as the distance metric as opposed to the Euclidean distance
or other distance metrics which did not perform as well. We
also consider random forests (RF) [32] and extreme gradient
boosting (XGBoost) [33] because of their ability to deal with
a large and diverse set of input features, which is the case
for our application profiles. We compare the accuracy of these
different models in Section V.

IV. EXPERIMENTAL METHODOLOGY

In this section, we detail the tools, benchmarks, systems,
and profiling metrics used in our evaluation.

A. Libraries and Tools

The prediction workflows for training and testing the ma-
chine learning models are implemented in Python in addition
to using Matlab [31] for the pearsrnd function. We use
NumPy [34] and pandas [35] to prepare and process data, and
Python for plotting and leave-one-group-out cross-validation
from Scikit-Learn [36], in addition to SciPy [37] to evaluate
the performance of our models.

TABLE I
BENCHMARKS USED IN THE EVALUATION

Suite Benchmarks
NPB [38] bt, cg, ep, ft, is, lu, mg, sp, ua

PARSEC3.0 [39] blackscholes, bodytrack, canneal, dedup, flu-
idanimate, freqmine, netdedup, streamclus-
ter, swaptions

358, 362, 367, 372, 376

303, 304, 353, 354, 355, 356, 359, 363
bfs, cutcp, histo, Ibm, mrigridding, sgemm,
spmv, stencil

backprop, bfs, heartwall, hotspot, kmeans,
lavaMD, leukocyte, ludomp, particle_filter,
pathfinder

correlation, dtclassifier, fmclassifier, gbtclas-
sifier, kmeans, logisticregression, lsvc, mlp,
pca, randomforestclassifier, summarizer

SPEC OMP [2]
SPEC Accel [40]
Parboil [41]

Rodinia [42]

MLIib [43]

B. Benchmarks

The benchmarks used in the evaluation are listed in Table I.
These benchmarks come from seven different suites and cover
a variety of application domains.

C. Hardware Specifications

We use two different systems in our evaluation that are
distinguished by their CPUs. Our Intel system uses an Intel
Xeon Platinum 8358 CPU, and our AMD system uses an AMD
EPYC 7543 CPU. Both systems have 512GB of DDR4 RAM,
two sockets, and 32 cores per socket. The benchmarks ran on
an entire node and without any interference. We use the Intel
system for evaluating the first use case and both systems for
evaluating the second use case.

D. Performance Metrics

We use the Linux perf tool [44] to profile applications and
collect the metrics used as input features to our models. The
metrics were selected from distinct categories, including met-
rics related to the operating system, hardware, and software,
ensuring a comprehensive assessment of system performance.
We collect a total of 68 profiling metrics from System 1, listed
in Table II, and 75 profiling metrics from System 2, listed in
Table III.

E. Visualization and Analysis of Performance Distributions

Throughout the evaluation, we represent performance as
distributions measured from 1,000 repeated executions. We
visualize the distributions as kernel density estimates (KDE),
shown as smooth curves, offering a continuous representation
of the data distribution. This visualization allows for a de-
tailed examination of the characteristics of each benchmark,
including central tendency, spread, and skew.

When evaluating the accuracy of a predicted distribution,
we use the Kolmogorov-Smirnov (KS) [45] divergence test to
assess the goodness of fit and quantify the agreement between
the observed and predicted distributions. A value of 0 for the
KS test indicates a perfect match, and as the value increases
up to a maximum of 1, the match decreases.



TABLE II
PROFILING METRICS COLLECTED FOR THE INTEL CPU SYSTEM

TABLE III
PROFILING METRICS COLLECTED FOR AMD CPU SYSTEM

V. EVALUATION

In this section, we motivate the need to predict variability by
showing its occurrence across our benchmarks (Section V-A).
We then evaluate how accurately variability can be predicted
for each of our two use cases: predicting from a few runs
on the same system (Section V-B), and predicting from a
measured distribution on a different system (Section V-C).
For each use case, we evaluate the accuracy of prediction
for different representations of the predicted distribution and
different choice of models. We also show examples of the pre-
dicted distributions to get more intuition about their accuracy.

A. Performance Variability in Benchmarks

Figure 3 shows the distribution of the relative execution
time of all the benchmarks on the Intel system. The diversity
in the shapes of the performance distributions demonstrates
how variable performance can be, both within and across
applications, even on the same hardware. This observation
reiterates that performance cannot be accurately represented
by a single-point summary because that could fail to capture
important features of the distribution such has how wide or
narrow it is, its modes, and if it has a tail. It emphasizes the
importance of treating performance as a distribution, and the
need for predicting performance distributions for preliminary
performance analysis.

1D Metric 1D Metric 1D Metric 1D Metric
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. . cache-references p_I1_tlb_miss_I2_tIb_miss
3 cache-misses 37 branch-load-misses 4 cpu-cycles 42 ic_fetch_stall.ic_stall_any
4 cache-references 38 branch-loads 5 instructions 43 ic_tag_hit_miss.instruction_cache_hit
5 cpu-cycles 39 dTLB-load-misses 6 stalled-cycles-backend 44 ic_tag_hit_miss.instruction_cache_miss
6 instructions 40 dTLB-loads 7 stalled-cycles-frontend 45 op_cache_hit_miss.all_op_cache_accesses
7 ref-cycles 1 dTLB-store-misses 8 alignment-faults 46 fp_ret_sse_avx_ops.all
— - - . - 9 bpf-output 47 fpu_pipe_assignment.total
8 alignment-faults 42 - dTLB—stor.es 10 cgroll)xp-sw[i)tches 48 plljc):lz{)tafcacl%efﬁllsfall
9 bpf—output 43 ITLB_load_m}sses 11 context-switches 49 | T1_data_cache_fills_from_external_ccx_cache
10 cgroup-switches 44 node-load-misses 2 cpu-clock 50 11_data_cache_fills_from_memory
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12 cpu-clock 46 node-store-misses 4 emulation-faults 52 | 1_data_cache_fills_from_within_same_ccx
13 cpu-migrations 47 node-stores 15 major-faults 53 11_dtb_misses
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15 m.aJ or-faults 49 mem-stores 18 [:asgk-clock 56 12_cache_hits_from_dc_misses
16 minor-faults 50 S_IOts 19 duration_time 57 12_cache_hits_from_ic_misses
17 page-faults 51 assists.fp 20 | LI-dcache-load-misses 58 12_cache_hits_from_I2_hwpf
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- . 25 branch-load-misses 63 macro_ops_retired
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23 11d.replacement 57 cpu_clk_unhalted.distributed 77 JTLB-load-misses &5 T3_cache_accesses
24 L1-icache-load-misses 58 cycle_activity.stalls_total 28 dTLB-Toads 66 13_misses
25 12_lines_in.all 59 inst_retired.any 29 1TLB-load-misses 67 Is_sw_pf_dc_fills.mem_io_local
26 12_rgsts.all_demand_miss 60 Isd.uops 30 iTLB-loads 68 Is_sw_pf_dc_fills.mem_io_remote
27 12_rgsts.all_rfo 61 resource_stalls.sb 31 branch-instrluctions 69 lsfhwfpffdcfﬁlls.memfioflocal
28 12_trans.12_wb 62 resource_stalls.scoreboard Z% branhc h-misses ;(]) lsfhwfpffdlcf'ﬁlis}mke m_lo_remote
29 LLC-load-misses 63 dtlb_Toad_misses.stIb_hit 3 o A - I Tibs_Fushed
30 LLC-loads 64 dtlb_store_misses.stlb_hit 75 cpu-cycles 73 nstructions
31 LLC-store-misses 65 itlb_misses.stlb_hit 36 | stalled-cycles-backend 74 bp_I1_btb_correct
32 LLC-stores 66 unc_cha_tor_inserts.io_hit 37 | stalled-cycles-frontend
33 longest_lat_cache.miss 67 unc_cha_tor_inserts.io_miss

B. Evaluating Use Case #I: Predicting Distributions from a
Few Runs

Figure 4 shows how the KS score of the predicted distribu-
tions varies with the representation of the predicted distribution
and the choice of model for the first use case when ten runs
are used. For each combination of representation and model,
the violin plot shows how the KS score is distributed across
the benchmarks.

1) Distribution representation: We observe from Figure 4
that the representation of the distribution that results in the best
mean KS score is the PearsonRnd representation. The mean
KS score of the PearsonRnd representation for the best choice
of model is 0.241, in contrast with 0.278 and 0.302 for the
Historgram and PyMaxEnt representations, respectively.

2) Choice of model: We observe from Figure 4 that the
choice of model that results in the best mean KS score is the
kNN model. The mean KS score of the kNN model for the best
choice of distribution representation is 0.241, in contrast with
0.247 and 0.248 for the XGBoost and Random Forest models,
respectively, noting that the improvement is more prominent
with a lower number of samples.

3) Number of samples: Figure 6 shows how the KS score
of the predicted distributions varies with the number of runs
(or samples) made from the application that we are making
predictions for. For each number of samples, the violin plot
shows how the KS score is distributed across the benchmarks.
We observe a significant improvement in the KS score when
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Fig. 3. Relative execution time density plots for all benchmarks
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Violin Plot of KS Scores by Number of Samples - Intel

going from one sample to multiple samples, since using
multiple samples reduces the chances of the single sample

0.8

°
Y

KS Score

being not representative. When using multiple samples, we
observe a steady improvement in the KS score as the number
of samples increases. This result demonstrates that users can
trade off sampling time for prediction accuracy.

4) Examples: As shown in Figures 4 and 6, the KS score
varies significantly across benchmarks for a fixed represen-
tation, model, and number of runs. To get more intuition
about the accuracy of the predicted distributions, Figure 5
shows an overlay of the predicted and actual distributions
for selected benchmarks across the KS score spectrum when
using the PearsonRnd representation, the kNN model, and
predicting using just ten runs on Intel system. We observe
that the overall width of the distribution can be correctly

1 sample

Fig. 6. KS score of the predicted distribution with different numbers of

samples (Intel System)

2 samples

3 samples 5 Samples 10 samples 50 Samples

Number of samples

predicted, including very narrow distributions (e.g., 359, 304,
bt, heartwall), distributions with moderate width (e.g., dt-
classifier, ludomp), and wide distributions (e.g., 303, 376,
mrigridding), not to mention skewed distributions with long
tails (e.g., streamcluster). The existence of multiple modes is
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also predicted with reasonable success (e.g., 303, 304, 376, bt,
mrigridding), particularly the relative positions of the modes
and their relative sizes. These results show that although a
performance distribution is not predicted very precisely, a
sufficient amount of correct information about the shape of
the distribution can be predicted from just a few samples.

C. Evaluating Use Case #2: Predicting Distributions for New
Systems

Figure 7 shows how the KS score of the predicted distribu-
tions varies with the representation of the predicted distribution
and the choice of model for the second use case when
collecting data on the AMD system and making predictions for
the Intel system. For each combination of representation and
model, the violin plot shows how the KS score is distributed
across the benchmarks.

1) Distribution representation: We observe from Figure 7
that, similar to the first use case, the representation of the
distribution that results in the best mean KS score is the
PearsonRnd representation. The mean KS score of the Pear-
sonRnd representation for the best choice of model is 0.236,
in contrast with 0.264 and 0.277 for the Histogram and
PyMaxEnt representations, respectively.

2) Choice of model: We observe from Figure 7 that, similar
to the first use case, the choice of model that results in the best
mean KS score is the kNN model. The mean KS score of the
kNN model for the best choice of distribution representation
is 0.236, in contrast with 0.291 and 0.263 for the XGBoost
and Random Forest models, respectively.

3) Direction of prediction: Figure 8 shows the KS score
of the predicted distribution for different benchmarks when
measuring on the AMD system and predicting on the Intel
system, and vice versa. For each case, the violin plot shows
how the KS score is distributed across the benchmarks. It is
interesting that predicting from the AMD system to the Intel

Violin Plot of KS Scores - System to System
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Fig. 8. KS score of the predicted distribution for different system-to-system
predictions

system seems easier overall than the other way around, but
only slightly.

4) Examples: As shown in Figures 7 and 8, the KS score
varies significantly across benchmarks for a fixed representa-
tion, model, and direction. To get more intuition about the
accuracy of the predicted distributions, Figure 9 shows an
overlay of the predicted and actual distributions for selected
benchmarks across the KS score spectrum when using the
PearsonRnd representation, the kNN model, and predicting
from the AMD system to the Intel system. We observe that
predicting the overall width of the distribution is done fairly
well, including very narrow distributions (e.g., is, heartwall,
spmv), distributions with moderate width (e.g., bfs, gbtclassi-
fier, sgemm), and wide distributions (e.g., bodytrack, canneal,
correlation, histo). The existence of multiple modes is also
predicted fairly well (e.g., bfs, canneal, correlation, histo,
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Fig. 9. Overlay of the predicted and actual distributions for selected benchmarks across the KS score spectrum when predicting from the AMD system to

the Intel system

sgemm), but with mixed success in correctly predicting the
relative positions of the modes (e.g., bfs, canneal, histo, [
sgemm) and their relative sizes (e.g., histo, sgemm). These
results show that although a precise performance distribution

is difficult to predict, a sufficient amount of correct information

about the shape of the distribution can be predicted to be useful  [2]
in a preliminary performance analysis for a new system.

VI. CONCLUSION AND FUTURE WORK

The aim of this work is to find out how successfully the  [3]
performance distribution of an application on a system can be
predicted by learning from other representative applications.

We considered two use cases for our predictors: predicting

the performance distribution of an application on a system [4]
from a few runs of the application on that system, and
predicting the performance distribution of an application on a
system from a measured distribution on a different system. We
considered different techniques for formulating the prediction
problem as well as different types of prediction models. Our
evaluation shows that, for both cases, the best prediction
results can be achieved when using the k-nearest neighbors
approach to predict the first four moments of the distribution,
then reconstructing the distribution by sampling the Pearson 7]
distribution with the predicted moments.

There are a couple of factors that could limit the generality
of our evaluation and can be improved in our future work. The (8]
first factor is that a prediction model’s accuracy is generally
improved with more training data. Although the number of  [9]
benchmarks we have used in our evaluation is not small, it
is still modest and mostly focused on scientific computing [0
and data analytics applications. We expect that increasing the
number and diversity of benchmarks that we train on could
further improve the accuracy of the predicted distributions.

The second limitation is that our evaluation only uses two [11]
CPU systems. We expect that our results can be further
generalized by being demonstrated on a larger number of g
systems, including systems with accelerators such as GPUs

and benchmarks that use those accelerators.

[5]

[6]
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